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Abstract—This paper considers how Petri net main classes or categories can be used to support systems and software requirements engineering processes. In general Petri nets are classifiable into four main categories which are i) elementary nets, ii) Normal Petri nets, iii) higher order nets and iv) timed Petri nets or Petri nets with time. Apart from some major fundamental differences, each category has a specific use for systems engineering and software engineering and thus they can clearly help with requirements engineering issues. In this work the main differences between these categories are briefly explained. It is also shown how these Petri net classes can be made to fit in a semi structured approach. This is very useful for the analysis and design of a whole range of system types. A simple case study of a vending machine is used for illustrating this work.
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I. INTRODUCTION

Petri nets are special graphical formalisms based on sound mathematical principles that can properly explain the ‘cyber physical’ behavior of systems and their components. They have over three decades of use. Petri nets share many common properties with other formalisms. Petri nets can be verified and simulated. Petri nets can normally be converted to time Petri nets for simulation and performance modeling. Petri nets have a dual identity. They can be represented graphically and non graphically. Compared with other formalisms Petri nets are preferable for visualization and comprehension by different stakeholders.

Petri nets have been used to model i) hardware, ii) software systems, iii) communication systems, iv) manufacturing and v) software modeling. Some examples are: intelligent transport system analysis, analysis and design of flexible manufacturing systems, requirements engineering of embedded applications, supporting UML notations and their transformations, most UML diagrams ranging from class diagrams to use cases and activities have been supported via Petri nets. Other examples are LAN and WAN requirements analysis and performance estimation, computer hardware architecture modeling, architectural specification for distributed systems, system on a chip verification, hybrid systems analysis, wireless network routing, real time systems critical performance estimation, fault diagnosis, workflow analysis, traffic control, e-commerce system modeling, etc.

[17]-[21]. Many more uses can be found. In general Petri nets have been used for requirements elicitation, system modeling, supporting UML diagrams for verification and execution [2]-[9]. The extensive use of Petri nets in information technology is evidenced in many different sources and books.

Petri nets can be applied at different levels of granularity in the software or hardware engineering process. Petri nets can model very well higher levels of abstraction as is done in Fundamental Modeling Concept Approach [16] down to program level or very low levels of programming logic [9]. Petri nets can describe a high level manufacturing process managed via hardware down to multi layered networking protocols and programming instructions in almost any language.

Modern systems are normally a hybrid of software and hardware in varying amounts. Many research projects challenge traditional development by requiring new methods of integrating system components. Thus more stringent requirements are placed at the analysis and design stages. Today many industries depend heavily on software and hardware integration. New methods of software engineering are required to solve these problems. However it is not always an easy task and involves a lot of time.

Petri nets can be used for many different issues in the system and software engineering processes. System and software engineering processes are intricately complex issues and cater for a variety of systems ranging from simple to complex systems that are very difficult to specify correctly. It is for this reason that many different sub classes or different Petri net types have been formally defined and created. Every one of them has its own particular specialized use which is very interesting to solve and address a particular problem. But having so many different types of Petri nets creates issues as how to choose the best Petri net type or class for a particular problem. Petri nets can be used to test and verify rigorously, system functionality and design implications at the very initial phases of analysis. They can be used to determine critical performance issues related to time and failure. Petri nets can be used to create different viewpoints of a system related to the conceptual, logical or physical design structures.

II. PROBLEM FORMULATION

In principle system and software engineering [1], [13]-[14] are related. The success of systems implementation depends on the integration of both. Requirements engineering manages the whole process of requirements elicitation, design and requirements expression. But at the same time the
requirements engineering process is not restrictive as to which model or notation is to be used at a particular stage. These serve as tools for supporting requirements engineering.

Different types of Petri nets have been created for different problem scenarios. This is sometimes done for a one off problem. Petri nets are classifiable under three or four main types.

Finding the right Petri net type for a problem is no easy task. This is because it becomes complicated to select the correct class and type creating a problem. Classifying Petri nets into four major types indicates that it is not easy to select the correct Petri net type. This is further complicated by the fact that what is required initially at the early analysis stage might become obsolete for the design stages. To explain this issue: e.g. if we take a particular system, initially a simple Petri net model of it could suffice for the general system stake holders but as the design stage is entered the system engineers require a complex performance model for clarification, i.e. a timed colored Petri net is needed. This implies that if we have a simple Petri net model, this model is not so useful as more detail is required. On the other hand if there is a simple straightforward problem, modeling it using a complex Petri net is unjustified.

Petri nets four main categories are i) elementary nets, ii) Petri nets, iii) higher order nets [10]-[11] and iv) timed Petri nets. These categories have further subdivisions that can become quite complex and are not dealt with here. Normally the more detailed or complex classes are suited for very specific problem modeling.

Unfortunately there is no clear guideline that indicates which Petri net class or classes should be used for systems and software engineering. Each class offers different features from another class. This is evident from the vast literature available. There are overlaps in the types of Petri nets used so these can be generalized for both systems and software engineering which are considered. Sometimes a difficulty occurs when to use a particular Petri net class instead of another. To complicate matters, different classes have similar properties that might make the Petri nets look similar when in reality there are many other attributes included. Another problem is that a Petri net class that is unnecessary complex is used to represent a simple system. This could have easily been shown using a more elementary class. At different levels of requirements elicitation, different models are normally required.

III. PETRI NET CLASSIFICATION

Requirements [1], [12]-[14] have to specify what a system does and how it does it. Systems are composed of a series of interacting components either hardware or software or a combination of both. System processes expressible in graphical notations can be modeled as Petri nets. System processes are derivable from sequence of observations made regarding system behavior. In this approach or work a simple method is suggested. Complex transformations are avoided and the idea is to generate an initial Petri net that will serve to create more complex and higher order nets if necessary. The
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TABLE I

<table>
<thead>
<tr>
<th>Level</th>
<th>Class/Category type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Elementary Nets</td>
<td>i. simple structured nets ii. well behaved iii. boolean tokens iv. simple behavior</td>
</tr>
<tr>
<td>2</td>
<td>General Petri Nets</td>
<td>i. arcs can have multiple values ii. place capacity greater than one iii. unstructured tokens iv. tokens as integer values v. many sub classes vi. e.g. P/T nets, S-nets, T-nets etc</td>
</tr>
<tr>
<td>3</td>
<td>Higher Order Petri Nets</td>
<td>i. highly structured places representing records, sets, objects ii. well formed iii. complex data types iv. complex transition firing rules v. arc structures vi. complex structures overall</td>
</tr>
<tr>
<td>4</td>
<td>Timed Petri Nets</td>
<td>Variants of the above classes with timing elements introduced</td>
</tr>
</tbody>
</table>

TABLE 2

<table>
<thead>
<tr>
<th>Level</th>
<th>Class/Category type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Elementary Nets</td>
<td>i. basic top level system description ii. simple modelling, iii. abstraction of top level processes iv. initial systems analysis and design v. teaching Petri nets vi. basic network structure models vii. preliminary analysis</td>
</tr>
<tr>
<td>2</td>
<td>General Petri Nets</td>
<td>i. initial systems analysis and design ii. system composition and decomposition iii. teaching Petri nets iv. similar to EN classes</td>
</tr>
<tr>
<td>3</td>
<td>Higher Order Petri Nets</td>
<td>i. more program oriented solutions ii. problems requiring complex modeling rules e.g. real time error handling iii. fine granularity modeling iv. complex modeling as close as possible to the real solution</td>
</tr>
<tr>
<td>4</td>
<td>Timed Petri Nets</td>
<td>i. simulation and behavior analysis ii. performance modeling with time iii. bottleneck identification iv. system failure identification</td>
</tr>
</tbody>
</table>
idea is to formally or informally transform requirements directly into a simple Petri net or elementary net. This is a good starting point. Later, more complex Petri nets like higher order nets and timed Petri nets can be derived from the initial net. The information used to create the initial net can be derived from various sources of information, formal, informal or both.

The analogy is to use a “correct-by-construction” approach, where the Petri net can be validated at different stages before reaching the final detailed model or models. The final model would serve to obtain the detailed requirements for producing the system. Fundamental flaws or incorrectness would be sorted out initially or as work progresses.

A. Petri Net Categories and Classification

According to [10]-[11] Petri nets are normally classified into three major categories. In this work we classify Petri nets into four major types or levels. These are i) Elementary Net Classes, ii) Main Petri Net Classes, iii) Higher Order Net Classes and iv) Timed Petri nets (TPNs) [13]. Refer to table 1 and 2. TPNs are very important for system and software modeling and there are extensive references to these being used directly.

B. Elementary Net Classes

These are a fundamentally simplistic class of Petri nets. Normally in ENs controlled changes take place via events that must be identical in another context. It is possible to obtain EN structures by ‘reducing’ other types of Petri nets. In this case information is lost or removed. For EN systems the state space is quite small. Behavior is always predictable.

C. General Petri Nets

The second category of Petri nets [10]-[12],[15] are still quite similar to the previous one. There are structural similarities. In fact elementary net structures could be Petri nets with certain restrictions. It is still quite simple to convert this class into elementary nets via reduction. The Petri nets in this category are still simple in structure but places can contain more than one token and arcs can have multiple values removing more than one token at a go. In this category there are i) Ordinary Place Transition nets, ii) Free choice nets, iii) S-System state machines, iv) T-System marked graphs, etc. It is possible to classify Place transition systems in this category. Tokens are still unstructured but they can represent integer values.

D. Higher Order Net Classes

The third category as its name implies has significant differences from the previous ones [4]-[6]. Here Petri nets are no longer simple and start to resemble programmable artifacts that are graphical and retain basic structural and operational properties of Petri nets.

Some higher order nets are: Algebraic Petri nets, Predicate
Transition nets (PrT), Product nets, environmental nets, object oriented Petri nets, colored Petri nets, etc [10]-[11]. Higher order structures are characterized mainly by token types that can represent anything like an object, record, data sets, complex data types, etc. Place token types are complex. Tokens are well structured or well formed and can represent complex values or structures defined on abstract data types. Transitions can have complex firing rules that match special token data sets. The rules can be programmed using special languages like ML as in the case of CPNs [5]-[7]. Arcs can contain special inscriptions. These Petri nets are suitable for detailed modeling and system behavior. They offer a great deal of flexibility and simulations that are close to the real world or actual environment. This class of Petri nets greatly increases the modeling power of these structures, at the same time these structures become very complex and are no longer simple to create. They require special expertise. To work with these classes programming knowledge is a prerequisite.

E. Timed Petri Net Classes

The fourth category represents timed Petri nets (TPNs) [12]. There are many different sub categories of TPNs, but basically they are one of the three classes previously presented including the time dimension. As explained, more than a category in its own right this class derives from the previous ones. However here they are considered as separate structures because they offer a different modeling perspective and the time dimension which is important for system and software structures. This implies that it is possible to convert/transform an elementary net into a timed Petri net. Normally the time values are assigned to transitions. It is possible to assign the time values to arcs and places also. Some common types of time Petri nets are timed Petri nets (TPNs), deterministic timed Petri nets (DTPNs), stochastic Petri nets (SPNs), GSPNs [12], Q-nets ,etc. TPNs are very important for performance modeling, simulation and analysis related to bottleneck problems in systems. Some sub classes of TPNs can become quite complex and detailed and require special expertise being directed to special areas.

IV. POSSIBLE PROBLEM SOLUTION

A. Petri Net Transformation Relationships

The diagrams in fig. 1 illustrates the possible relationship between the four main categories of Petri nets useful for modeling. This diagram illustrates that all net types are directly transformable from one to another. Obviously this transformation does not necessary imply that the nets will and must look similar to one another.

From a practical point of view transformation from one class or category to another can be done directly. An EN system can be transformed into a TPN by adding time values to transitions. A higher order net can be created from a general Petri net or elementary net by adding token types, firing rules and arc inscriptions. A higher order Petri net can also be transformed into a TPN by adding time values to the transitions [12]. A higher order Petri net can be created from a P/T net or vice-versa. From the TPN structure it is possible to create a higher order Petri net or an EN or TPN etc. For modeling system and software behavior the ideal starting point might be either the EN system or a Place transition net. Transformation from the P/T net into the EN is quite simple as actually it is a reduction of the structural properties of the P/T net. Different literature exists for formalizing the possible correspondence and transformations. Formalizing the transformations might reduce the actual usefulness of this approach because it might be better to leave it open to the user to develop the models accordingly. Hence the diagram in fig. 1 serves as a reference map or guideline to what is possible.

B. Semi Structured Transformations

For i) Initial system modeling: This is normally done at a high level of abstraction. It is ideal to start off using either main Petri nets or elementary nets. These are suitable to illustrate basic system operations and create working models. ENs and main Petri nets are suitable for modeling very elementary protocols or device handling or basic operational logic. At this stage emphasis is placed on conditions and events as well as understanding the main features. ii) Advanced or detailed system modeling: In this case EN and main Petri net classes might not be suitable as more information and detail needs to be represented or captured in the Petri net structure. Higher Order nets like CPNs, etc. might be more suitable for this. The detailed system model can be constructed using the information of the initial system model. The emphasis here is more on detail and expression handling.

iii) Timed model: The timed model can be constructed directly from the initial model or from the advanced model for experimenting with timing issues.

Different Petri net models can be targeted towards the needs of different system stakeholders e.g. one non technical person is interested in the top level functionality, so the EN are more suitable, but the systems engineer is interested in the low level detailed functionality so the higher order net is more appropriate.

At any step in the process if one is satisfied with the model there is no need to construct further models. If refinement is needed, the model can be modified or more detailed models created.

V. CASE STUDY

A. Simple Vending Machine

A case study of a simple vending machine that operates by coin insertion is considered. In [15] a different view of a vending machine is given. The vending machine’s main steps summarized are: i) coin insertion, ii) select and dispense item and iii) refill item. The initial net to be constructed according to the semi structured transformation in fig. 2 is the elementary net. This is shown in fig. 3.
Fig. 3 Vending Machine Elementary Net

Fig. 4 Vending Machine General Petri Net

Fig. 5 Vending Machine Colored Petri Net

Fig. 6 Vending Machine Timed Petri Net
This structure is used as the starting point for constructing the basic Petri net, higher order nets and/or the timed Petri net. It serves as the starting point for creating more detailed models for further investigation and analysis. It is possible to go into detail and draw the elementary net aesthetically better. The node and edge layout can be improved.

B. General Place Transition Petri Net

The detailed Petri net or place transition net is built from the elementary net in 4.1. This is shown in fig. 4. Places can contain more than 1 token. The net is not necessary conflict free and is not simple. This Petri net contains more reasoning about the system. The execution logic is more complex than the EN system. This structure allows for the possible selection of items using conflicting transitions. The refilling of products has been separated from the main structure. A coin counter that allows maximum insertion of 4 coins is introduced. When a coin is inserted it is possible to accept it or reject it. Arc weights can be used to decide which items to dispense. In this example, for product A, 3 coins are necessary, so dispense product A is enabled if there are 3 tokens in coin accepted place. When an item is dispensed an item is removed and a refill takes place automatically so there are always 4 items buffered to be dispensed for each product available.

C. Higher Order Petri Net

The higher order net is constructed from the general place transition Petri net in 4.2. This is shown in fig. 5. Token types are based on sets. Some token types are coin, change, amount and items. The operational logic of the colored Petri net is closely imitates the real machine operational logic. It includes many details. Coins are inserted into the vending machine using a random function to obtain the value. Product selection is done using a function called check. Once a product is selected the change is computed and given to the customer. Items have an actual name like A for product A and a quantity value. Thus a value (“A”, 4) means that there are 4 items of product type A. One place can be used to manage all items.

D. Timed Petri Net

The timed Petri net can actually be constructed from the nets described in 4.1, 4.2 or 4.3. The net in 4.2 is converted to a TPN. As shown for constructing the TPN it is not necessary to alter the underlying net structure but add time to transitions, places or arcs. Normally timed transitions are used. This is shown in fig. 6. This timed Petri net looks almost identical to the vending machine general Petri net shown in fig. 4. The only changes are the transition types. The immediate transitions in fig. 4. are converted to timed transitions. This is the only change carried out and the underlying structure is unmodified. Two types are used: i) Deterministic or fixed time, ii) time obtained from uniform distribution. The transition insert coin has a time value of [50,100] which could represent the time in seconds required to insert a coin by a customer. If the colored Petri net in fig. 5 is converted or extended to include time, the structure would look similar.

VI. RESULTS

The aim of this work was to identify the different uses of Petri net classes in systems design process and see how they can fit together. Table 4 summarizes the use of these Petri net classes. Traditionally, users look only at a single class of Petri nets and cannot see the full picture of the different classes at a single glance. In this work it has been shown that all these classes are all useful at one stage or another. Petri net structures can practically represent various forms of dynamic behavior for most systems and software artifacts. Normally it is better to progress from simple structures to more complex ones. As fig. 1 indicates transformation from one class to another is possible at any stage. Some transformations imply adding more information, whilst others imply reducing the Petri net structure and removing information. A semi structured non formal approach is presented to simplify the idea and present the working importance of Petri nets to a large group of users.

All the models created are working models which are fully functional, deadlock free, etc. The models were created in the given order and can be developed further. From a modeling perspective the EN and general Petri nets are less complex than the higher order net. Hence it is easier to analyze EN and general PNs for static properties. It is possible to prove the correctness of these models using place/transition invariants and input/output incidence matrix. Table 3 summarizes the basic properties for the nets in fig. 3 and 4. These are the elementary net and general Petri net. These basic properties can be used to analyze these Petri nets. E.g. It is possible from the reachability analysis to construct a marking graph. Boundedness refers to the places being bounded. Liveness would indicate that the net transitions are enabled for firing in a given sequence. Reversibility indicates that the net can return to its original state or initial marking. In addition to these properties there are things like siphons and traps, etc. All the nets can be analyzed using simulation. The TPN is useful when the underlying structures are correct and timing issues need to be analyzed. This is the case with systems like real time, critical, etc.

Other results like Petri net static and dynamic analysis can be investigated. This is carried out on the models that need to be analyzed. The results would be useful for comprehending the underlying structures, complexities involved and Petri net properties.

A timed Petri net like the one in fig. 6 is useful for obtaining the cycle time of the system. This can be used to understand if there is a possible bottleneck with timing of different activities. This could then be resolved by changing the timings. Optimization problems begin with crucial understanding of the problem domain and the functioning of a system. Such systems normally are constraint bound related to capacity or time. Timed Petri nets are very useful for investigating this case. Normally optimization problems can
be formulated mathematically. Timed CPNs and certain classes of TPNs can be used for investigating certain types of problems. Systems operating at below optimal levels can incur certain penalties.

The Petri nets are suitable for visualizing the systems. It is possible to transform the Petri nets into directed graphs for other forms of analysis. The Petri nets could also be enhanced by using other formal languages. Other forms of analysis are possible like probability estimation of transition firing, discrete event simulation

Unfortunately the graphical complexity of the Petri nets will grow with the system complexity making them more difficult to depict. Validation and verification are not so simple when the Petri nets are complex. The models can be simplified using Petri net reduction methods based on rules.

<table>
<thead>
<tr>
<th>PN CLASS</th>
<th>Structural Qualities</th>
</tr>
</thead>
<tbody>
<tr>
<td>EN,PN</td>
<td>Self loops, Reachability, Boundedness and Safeness, Conservativeness, Liveness, Reversibility, Home States</td>
</tr>
</tbody>
</table>

The idea presented is suitable for using different Petri net classes for requirements engineering in general. One can start off with simple models and work up to new advanced and complex models as needed. It has been shown that all Petri net main classes find their use for modeling systems and software artifacts at different stages. Petri nets model dynamic behavior which is essential for proper comprehension.

The idea of combining different classes creates many issues which need to be solved appropriately. It has not been explained how to carry out the transformations. This could be done very simply by just creating completely new models and keeping some parts of the initial model. i.e. informally or formally. The transformations have not been formalized or explained in detail. It is possible to formalize the transformations. This requires a lot of new work, definitions and rules. It can become quite complex.

This was done as the aim of this paper is to present the concept of combining Petri net main classes. The fact of having several Petri net main classes and several sub classes indicates that they are quite flexible for use. It is possible to find better models of how the classes could contribute between each other. The main classes are subdivided into many other classes e.g. S-nets, T-nets, different levels of safe nets, etc, complicating things. Other issues are: i) different Petri net case tools are needed and proper integration is required, ii) reduction of the model’s structure will normally mean information is lost, iii) the final Petri nets might result with many differences from the initial ones. Many different case tools exist for supporting Petri net construction and simulations.

Some advantages of using Petri net classes in requirements engineering might be: i) improved system/software features, ii) reduced rework at construction stage, iii) final product has fewer defects, iv) better stakeholder negotiation of the product at the initial stages a priori to the design, v) accurate final system performance and timing ,vi) good requirements validation. Disadvantages of using Petri nets are that normally more work is required, special expert knowledge is needed and it is difficult to find proper case tools that integrate all different Petri net classes. The possible benefits from using Petri nets depend on many other factors and issues, like quality, good project management, expert knowledge, good team support, etc. which are not always easy to find.

<table>
<thead>
<tr>
<th>PN CLASS LEVEL</th>
<th>Complexity</th>
<th>Possible Results</th>
<th>System/softwar e Development uses</th>
</tr>
</thead>
<tbody>
<tr>
<td>EN</td>
<td>LOW</td>
<td>limited</td>
<td>initial</td>
</tr>
<tr>
<td>PN</td>
<td>MEDIUM</td>
<td>limited</td>
<td>middle</td>
</tr>
<tr>
<td>CPN</td>
<td>HIGH</td>
<td>detailed</td>
<td>detailed design</td>
</tr>
<tr>
<td>TPN</td>
<td>DEPENDS</td>
<td>detailed</td>
<td>depends</td>
</tr>
</tbody>
</table>

VII. CONCLUSION

This paper has very briefly explained the main Petri net classes and their uses in systems engineering. It has been shown how all the different classes of Petri nets fit together and can be combined for different purposes. It has been explained how to use these classes in a semi structured approach. The case study presented is quite simple. In reality there are many difficulties with different systems requiring special and dedicated attention. It is possible to combine this work with a lot of research on Petri net theory.

Petri nets are decomposable in a top down approach. This implies that the models especially the more complex ones can be refined in detail. It is possible to extract functioning of the individual system components.
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